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#### Abstract

For a binary tree with $n$ nodes, we present a planar, polyline, order-preserving, upward, grid drawing that has $\mathrm{O}(n / \log n)$ bends and matches the previously best area $\mathrm{O}(n \log n)$. This is an improvement over the $\mathrm{O}(n \log n)$ area drawing, which has $\mathrm{O}(n)$ bends. (c) 2004 Elsevier B.V. All rights reserved.
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## 1. Introduction

A drawing of a binary tree $T$ maps each node of $T$ to a distinct point in the plane and each edge $(u, v)$ of $T$ to a chain of line segments with endpoints $u$ and $v$. A planar, polyline, order-preserving, upward, grid drawing of a binary tree is a drawing satisfying the following conditions:

- (Planar) No two edges intersect.
- (Polyline) Each edge is drawn as a polygonal chain. A polygonal chain may have bends which occur when joining two adjacent line segments in the chain.
- (Order-preserving) The edge to the left child of a node is drawn to the left of the edge to its right child.
- (Upward) Each edge drawn is vertically monotone; so no node is allowed to locate above its parent, though they may lie on the same horizontal line.
- (Grid) The nodes and the bends of the edges have integer coordinates.

Planar and grid will be omitted hereafter as they are common to the drawings mentioned in this paper. The height, width, and area of a drawing are the height, width, and area of the smallest orthogonal rectangle containing the drawing.

## 2. Previous works

Before reviewing previous works, we need to define terminology on binary trees. Let $T$ be a binary tree with $n$ nodes. The root of $T$ is at level 0 . If a node is at level $i$, then its children are at level $i+1$. If the maximum of the levels of the nodes in $T$ is $h$, then the depth of $T$ is $h+1$. A fragment of $T$ denotes a partial tree of $T$. In other words, if $T$ is considered to be a graph, a fragment of $T$ corresponds to a connected subgraph. A node and all of its descendants form a subtree of $T$ rooted at the node. A subtree is a fragment, but the reverse is not necessarily true.
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Fig. 1. A binary tree: the root and two subtrees.


Fig. 2. Order-preserving drawing by the algorithm of Lemma 2.

Lemma 1. Given a binary tree with $n$ nodes and a constant $\alpha, 0<\alpha<1$, a polyline, upward drawing with $\mathrm{O}(n)$ area, $\mathrm{O}\left(n^{\alpha}\right)$ width, and $\mathrm{O}\left(n^{1-\alpha}\right)$ height can be computed in $\mathrm{O}(n)$ time.

A proof can be found in [2]. Drawings by the algorithm of Lemma 1 are not order-preserving, and can have $\mathrm{O}(n)$ bends. To obtain order-preserving drawings, more than $\mathrm{O}(n)$ area is required as shown in the following lemma:

Lemma 2. Given a binary tree with n nodes, a polyline, order-preserving, upward drawing with $\mathrm{O}(n \log n)$ area, $\mathrm{O}(\log n)$ width, and $\mathrm{O}(n)$ height can be computed in $\mathrm{O}(n)$ time. Moreover, there are binary trees that require $\Omega(n \log n)$ area.

The algorithm in [2] for Lemma 2 can be recursively described. As in Fig. 1, let $v$ be the root of binary tree $T$, and let $A$ and $B$ be its left and right subtrees, whose roots are $a$ and $b$, respectively. Recursively draw $A$ and $B$ and obtain their drawings $\Delta(A)$ and $\Delta(B)$. To draw $T$, stack $\Delta(A)$ and $\Delta(B)$ vertically and place $v$ above them so that $v$, $a$, and $b$ are on a common vertical line. Between $\Delta(A)$ and $\Delta(B)$, the one with fewer nodes lies on top of the other. Now, two edges $(v, a)$ and $(v, b)$ are to be connected. If $\Delta(A)$ lies above $\Delta(B)$, then as in Fig. 2(a), $(v, a)$ is drawn vertically, and $(v, b)$ detours to the right of $\Delta(B)$ as $b$ is the right child of $v$. Fig. 2(b) shows the case when $\Delta(B)$ lies above $\Delta(A)$.

In these drawings the nodes of $T$ are all on a common vertical line. Since $v, a$ and $b$ are placed on a vertical line, if we recursively apply this to $A$ and $B$ it is easy to verify. So, the height of the drawings is $\mathrm{O}(n)$. One of $(v, a)$ and $(v, b)$ is drawn vertically, and the other passes either to the right of or to the left of the top drawing, thus increasing its width. The width of the bottom drawing remains unchanged. This is why the subtree with fewer nodes is placed on top of the other; the subtree with fewer nodes usually gives a drawing with smaller width.

Let $w(T)$ be the width of the drawing $T$. Then, $w(T) \leqslant \max \{w(A)+1, w(B)\}$ for Fig. 2(a), and $w(T) \leqslant \max \{w(A)$, $w(B)+1\}$ for Fig. 2(b). Generalizing this, if we let width( $n$ ) be the maximum possible width of any binary tree with $n$ nodes, then width $(n) \leqslant \max \left\{\operatorname{width}\left(n_{1}\right)\right.$, width $\left.\left(n_{2}\right)+1\right\}$, where $n_{1} \geqslant n_{2}, n=n_{1}+n_{2}+1$ and $n_{1}$ and $n_{2}$ denote the sizes of the two subtrees. If we solve this using width $(1)=0$, we have width $(n)=\mathrm{O}(\log n)$ and thus the width of a drawing computed by Lemma 2 is $\mathrm{O}(\log n)$.

Let us count the number of bends in these drawings. One of $(v, a)$ and $(v, b)$ is a vertical line and has no bends, and, however, the other has either one or two bends as it passes around the top drawing. For a binary tree in which each internal node has exactly two children, one of two edges connecting a parent to its children must have a bend, and so, $n / 2$ edges have bends. Hence, the number of bends in drawings obtained by Lemma 2 is $O(n)$. Since [2] mainly focuses on minimizing the area of drawings, there is no mention of the number of bends in [2] and Lemma 2.

In this paper we will show that the number of bends can be reduced to $\mathrm{O}(n / \log n)$, still achieving $\mathrm{O}(n \log n)$ area, using the same drawing conventions, i.e., polyline, order-preserving, upward drawings.

Notice that if we drop both polyline and order-preserving conditions, upward drawings with $\mathrm{O}(n \log n)$ area and no bends are possible [1].

## 3. Reducing bends in polyline, order-preserving, upward drawings

We will employ the following well-known technique. If we remove $i$ edges from a binary tree $T$ with $n$ nodes, then $T$ will be partitioned into $i+1$ fragments. Each fragment is also a binary tree. Shin et al. [3] proved the following lemma and applied it in drawing algorithms.

Lemma 3. We can remove $\theta(n / \log n)$ edges from $T$ so that each of the remaining $\theta(n / \log n)$ fragments has $\mathrm{O}(\log n)$ nodes. Moreover, this can be done in $\mathrm{O}(n)$ time.

It is important that the fragments have almost equal number of nodes. Lemma 3 can be used in drawing $T$ in the following way.

1. Partition $T$ into $\theta(n / \log n)$ fragments, each of size $\mathrm{O}(\log n)$, by removing edges as in Lemma 3 .
2. Draw the fragments using the method in Section 3.1.
3. Determine the layout of the fragment drawings using the layout method in Section 3.2.
4. Restore the "removed" edges and draw them among the fragment drawings using the restoring method in Section 3.2.

For each fragment obtained by Lemma 3, merge its nodes and edges into a supernode. The removed edges connect supernodes, i.e., a removed edge $e=(u, v)$ connects two supernodes that contain $u$ and $v$, respectively. Then we have a tree $F T$ of $\theta(n / \log n)$ supernodes. $F T$ is called a fragment tree.

An important result given by Shin et al. [3] is that the removal of edges in Lemma 3 can be done so that the following lemma holds. A fragment that has only one node is called trivial. A supernode from a trivial fragment is also called trivial.

Lemma 4. (1) FT is a binary tree. (2) Only trivial supernodes can have two children in FT.
In other words, Lemma 4(2) implies that a non-trivial supernode can have at most one child. This plays an important role in reducing the area or the number of bends when the removed edges are restored and drawn. In $F T$, a non-trivial supernode has at most two edges: one connects the supernode to its parent and the other, if any, connects the supernode to its child. In $T$, the former edge connects the root of the non-trivial fragment to a node of another fragment, and the latter edge connects a node of the non-trivial fragment (called a connection node) to the root of another fragment.

### 3.1. Drawing fragments

We will explain how to draw fragments here. Since a trivial fragment, having a single node, is easy to draw, we will concentrate on drawing non-trivial fragments. Let $F$ be a non-trivial fragment with $m$ nodes. Since $F$ is a binary tree, we may use the terminology defined for binary trees. We first introduce a straight-line, order-preserving, upward drawing of $F$ with both width and height $\mathrm{O}(\mathrm{m})$ and area $\mathrm{O}\left(m^{2}\right)$. In this drawing each edge is a straight-line that has no bends. Let $h$ be the depth of $F$. For each level $i, 0 \leqslant i \leqslant h-1$, assign order numbers $1,2, \ldots$ from left to right to the nodes at the level. If a node is at level $i$ and its order number is $j$, then it is drawn at position $(j, h-i)$. Each edge is drawn as a


Fig. 3. An example binary tree.


Fig. 4. (a) A straight-line, order-preserving, upward drawing. (b) Preparing a channel for a connection node.
straight-line connecting its two endnodes. In this drawing, the root of $F$ is at coordinate $(1, h)$, and its children, if both exist, are at $(1, h-1)$ and $(2, h-1)$. The other nodes are placed in a similar way.

Fig. 3 shows a binary tree (or a fragment) and its drawing is in Fig. 4(a). It is easy to verify that drawings so obtained are straight-line, order-preserving, and upward. The height of a drawing is $h$, and the width equals the number of nodes at a level having the most nodes. Hence, both the height and width are $\mathrm{O}(m)$, and the area is $\mathrm{O}\left(m^{2}\right)$.

Notice that in this drawing the root is at the top left position. Since the root is to be connected to a node of other fragment by an upward edge, its position is good for this. As mentioned before, a non-trivial fragment has at most one connection node. So, if $F$ has one, we need to prepare a channel through which the connection node connects to the root of another fragment.

Let $c$ be the connection node of $F$. We will prepare a vertical channel immediately below $c$ by moving those nodes and edges that currently obstruct the channel. Let $r$ be the root of $F$, and let $P$ be the path between $r$ and $c$ in $F$. Partition the nodes in $F-P$ into $L$ and $R$ in the following way. Let $w$ be the first node in $P$ when we walk from a node $v \in F-P$ to $r$. If $w=c$, put $v$ into $L$. Otherwise, let $u$ be the child of $w$ not in $P$. If $u$ is the left child of $w$, put $v$ into $L$; otherwise, put it into $R$.

Let $k$ be the level of $c$ in $F$. We are to determine new positions for the nodes of $F$.

- The nodes at levels $0,1, \ldots, k-1$, and those at levels $k, k+1, \ldots, h$ and in $L$ remain at the same positions as before.
- The new position of $c$ is $(q+1, h-k)$, where

$$
q=\max _{i=k+1, \ldots, h}\{\text { number of nodes in } L \text { and at level } i\}
$$

- A node in $R$ and at level $i=k, k+1, \ldots, h$ is newly positioned at $(q+j+1, h-i)$, where $j$ is its order number at level $i$, counting only the nodes in $R$.

In Fig. 4(b), since $q=4$, the $x$-coordinate of $c$ is $q+1=5$. In this new drawing $c$ is at position $(q+1, h-k)$ and the downward ray from $c$ does not intersect any part of the new drawing. Along this ray (dashed in Fig. 4(b)) the edge from $c$ will be drawn.

Since this new drawing at most doubles its width, its area is doubled, but is still $\mathrm{O}\left(m^{2}\right)$.
Lemma 5. For a non-trivial fragment with $m$ nodes a straight-line, order-preserving, upward drawing of both height and width $\mathrm{O}(m)$ and area $\mathrm{O}\left(m^{2}\right)$ can be computed in $\mathrm{O}(m)$ time. Moreover, if it has a connection node, then the downward ray from the connection node does not intersect any part of the drawing.

### 3.2. Layout of fragment drawings and restoring removed edges

In this section we will explain how to determine the layout of the fragment drawings and to draw the removed edges among them to complete the whole drawing of a binary tree.

Let $\Delta(F)$ be the drawing of $F$ obtained by Lemma 5. If $F$ is trivial then $\Delta(F)$ consists of a single node. For a non-trivial fragment $F, \Delta(F)$ is of both height and width $\mathrm{O}(\log n)$ as $m=\mathrm{O}(\log n)$ by Lemma 3 .

By Lemma 4, $F T$ is a binary tree with $\theta(n / \log n)$ supernodes. Applying Lemma 2 to $F T$ results in a drawing $\Delta(F T)$ of height $\mathrm{O}(n / \log n)$, width $\mathrm{O}(\log n)$, and area $\mathrm{O}(n)$. Remember that in $\Delta(F T)$ the supernodes are all vertically stacked on a common vertical line, denoted by $\ell$. Each supernode in $\Delta(F T)$ corresponds to a fragment. To obtain $\Delta(T)$ each supernode in $\Delta(F T)$ is replaced by its fragment drawing, $\Delta(F)$, so that the left side of $\Delta(F)$ is on $\ell$. This completes the layout of the fragments.

Now, we will explain how the removed edges are drawn between the fragment drawings. From now on, supernodes in $F T$ or $\Delta(F T)$ and fragments corresponding to them will be used interchangeably.

If $F$ is trivial, then $\Delta(F)$ consists of a single node, $f$. Let $A$ and $B$ denote the children of $F$, and let $a$ and $b$ be the roots of $A$ and $B$, respectively. The two edges $(F, A)$ and $(F, B)$ in $\Delta(F T)$ will be replaced by two edges $(f, a)$ and $(f, b)$ in $\Delta(T)$. As in Fig. 5 one of them is drawn as a straight line and the other is drawn as a polyline having one or two bends.

If $F$ is non-trivial, it has at most one child. Let $A$, with root $a$, be the child of $F$ in $F T$, and let $c$ be the connection node of $F$. We need to connect edge $(c, a)$, replacing edge $(F, A)$ in $\Delta(F T)$. In $\Delta(F T), F$ and $A$ are adjacent, i.e.,


Fig. 5. Connecting edges from a trivial fragment.


Fig. 6. Connecting edges from a non-trivial fragment.
$F$ is immediately above $A$. So, $\Delta(F)$ is immediately above $\Delta(A)$ in $\Delta(T)$. Let $R$ be the smallest orthogonal rectangle containing $\Delta(F)$. From $c$, draw a downward vertical line until it intersects the bottom side of $R$ (Lemma 5 guarantees this is possible), and from the intersection draw a straight line to $a$. This drawing of $(c, a)$ has one bend. See Fig. 6.

Let us analyze the complexities of our drawings. The height of the resulting drawing is $\mathrm{O}(n)$ as each of the stacked $\mathrm{O}(n / \log n)$ supernodes in $\Delta(F T)$ is replaced by a drawing of height $\mathrm{O}(\log n)$, but its width is still $\mathrm{O}(\log n)$ as another $\mathrm{O}(\log n)$ width is added to the width of $\Delta(F T)$. So, the area is $\mathrm{O}(n \log n)$.

Theorem 1. For a binary tree with n nodes, a polyline, order-preserving, upward drawing with $\mathrm{O}(n / \log n)$ bends can be computed in $\mathrm{O}(n)$ time. Moreover, the drawing is of height $\mathrm{O}(n)$, width $\mathrm{O}(\log n)$, and area $\mathrm{O}(n \log n)$.

Proof. Height, width, and area have been analyzed, and it is easy to see that time complexity is $\mathrm{O}(n)$. For the number of bends, each fragment drawing, $\Delta(F)$, has no bends as it is a straight-line drawing, and only the edges connecting the fragments can have at most two bends each as in Figs. 5 and 6. So, there are $\mathrm{O}(n / \log n)$ bends.
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